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**Unit 1**

**How to run the program in Borland C?**

Borland C works under DOS and now-a-days, you can't run directly any DOS programs under Windows environment. So, use DOSBox with C compiler. Get some familiarity with DOSBox. Once C compiler is installed, compiling and running the program is really very easy.

Press Alt+F to open the File Menu and then Press N to create a new C program file.

Type your program.

Now, Press Alt + F9 to compile the program. It will list down any errors in another window, otherwise it will flash the message that program has been successfully compiled. Now Press Ctrl + F9 (Alternatively Alt R, R) to run the program.
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**How to run the program in Code::Block?**

You can download the software from the following link.

**https://sourceforge.net/projects/codeblocks/files/Binaries/25.03/Windows/codeblocks-25.03mingw-setup.exe/download**

Once successfully installed, you can run the program.

Write your 1st program in CodeBlock:

Press File🡪New🡪file…🡪 C/C++ Source 🡪 Go 🡪 Next 🡪 C++

Provide File Name and then click on Finish.

Type your program.

The screen will look something like below:

![](data:image/png;base64,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)

Save the program (Ctrl + S)

Press Ctrl+F9 to Build

Press Ctrl+F10 to Run, if program is successfully compiled.

The output screen will look like as under:

![](data:image/png;base64,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)

**WRITE C PROGRAMS FOR THE FOLLOWING. (SIMPLE PROGRAMS)**

1. Add two numbers.
2. Subtract two numbers.
3. Multiply two numbers.
4. Divide two numbers.
5. Add, multiply, subtract and divide two numbers.
6. Convert hours into minutes.
7. Convert minutes into hours.
8. Convert dollars into Rs. Where 1 $ = 48 Rs.
9. Convert Rs. into dollars where 1 $ = 48 Rs.
10. Convert dollars into pound where 1 $ = 48 Rs. And 1 pound = 70 Rs.
11. Convert grams into kg.
12. Convert kgs into grams.
13. Convert bytes into KB, MB and GB.
14. Convert celcius into Fahrenheit. F = (9/5 \* C) + 32
15. Convert Fahrenheit into celcius. C = 5/9 \* (F – 32)
16. Calculate interest where I = PRN/100.
17. Calculate area & perimeter of a square. A = L**^**2, P = 4L
18. Calculate area & perimeter of a rectangle. A = L\*B, P = 2 (L+B)
19. Calculate area of a circle. A = 22/7 \* R \* R
20. Calculate area of a triangle. A = H\*L/2
21. Calculate net salary

where net salary = gross salary + allowance – deduction.

Allowances are 10% while deductions are 3% of gross salary.

1. Calculate net sales where net sales = gross sales – 10% discount of gross sales.
2. Calculate average of three subjects along with their total.
3. Swap two values.

**WRITE C PROGRAMS FOR THE FOLLOWING. (USING IF CONDITION)**

1. Find out largest and smallest of two values.
2. Find out largest and smallest of three values.
3. Find out net salary where net salary = gross salary + allowances – deductions.

If gross salary > 10000, allowances are 10%, deductions are 3%

If gross salary > 5000, allowances are 7%, deduction are 2%

1. Find out whether a given no. is divisible by 7 or not.
2. Find out net sales where net sales = gross sales – discount.

If gross sales > 20000, discount is 15%

If gross sales > 10000, discount is 10% otherwise 5%.

1. Calculate total, average of marks of three subjects. Give following grades to the student.

If average >= 70, distinction,

>= 60, first,

>= 50, second,

>= 35, third class,

Otherwise fail.

If student secures < 35 marks in any subject then declare student fail.

**WRITE C PROGRAMS FOR THE FOLLOWING. (USING LOOP)**

1. Print 1st 10 natural nos.
2. Print 1st 10 odd nos.
3. Print 1st 10 even nos.
4. Print 1st n natural nos.
5. Print 1st n odd nos.
6. Print 1st n even nos.
7. Print sum of n natural nos.
8. Print sum of 1st n odd nos.
9. Print sum of 1st n even nos.
10. Print factorial of a given no. e.g. 5! = 5\*4\*3\*2\*1 = 120.
11. Print your name 5 times.
12. Print your name n times.
13. Print sum of all nos. divisible by 13 in the range of 1 and 100.
14. Calculate sum and mean of any 10 values.
15. Calculate sum and mean of any n values.
16. Find out largest and smallest out of 100 nos.
17. Count +ve,-ve and zeroes in 200 values.
18. Find out how many boys and girls are there in a class of 50 students.

Input sex code.

1. Print all integers from 1 to 100, which are divisible by 5
2. Print sum of all integers from 1 to 100, which are divisible by 3.
3. Separate digits of a given no. e.g. 351—1,5,3.
4. Count how many digits are there in a given no. e.g. 351-3.
5. Summation of digits of a given no. e.g. 351 = 1+5+3 = 9
6. Reverse digits of a given no. e.g. 351—153.
7. Check whether a given no. is palindrome no or not. e.g. 12321.
8. Find out whether a given no. is armstrong no. or not. If sum of cube of digits = no. itself then it is the armstrong no. e.g. 153.
9. Find out factors of a given no. e.g. 6-1,2,3,6
10. Find out whether a given no. is perfect no. or not.

If sum of factors upto half of a given no.=no. itself then no. is perfect no. e.g. 6=1+2+3=6

1. Check whether a given no. is prime no. or not e.g. 7,11,13,17.
2. Find out all prime nos. between 1and 500.
3. Find out summation of prime nos. between 1 & 500.
4. Find out how many prime nos. are there between 1 and 500.
5. Check whether a given no. is automorphic no. or not.

Automorphic nos. are the nos. whose last digit(s) of square of any no=no itself. e.g. 5-25,6-36,25-625

1. Print fibonacci series. 1,1,2,3,5,8,…upto n nos.
2. Print the following series. (loop within loop)
3. 1 1 (B) 1 1 (C) 1 1 1 (D) 5 1

1 2 2 1 1 1 2 5 2

1 3 2 2 1 2 1 4 1

2 1 3 1 1 2 2 4 2

2 2 3 2 2 1 1 3 1

2 3 3 3 2 1 2 3 2

2 2 1

2 2 2

1. Print the following series (Parallel loop)
2. 1 5 (B) 1 5

2 4 1 5

3 3 2 4

4 2 2 4

5 1 3 3

3 3

**Unit 2**

**WRITE C PROGRAMS FOR THE FOLLOWING. (ARRAYS)**

1. Accept 5 values and print them later on.
2. Accept 10 values and print 4th, 7th and 9th value.
3. Accept 5 values and sort the array in either ascending or descending order.

Find out different techniques for sorting the array and also find out which one is the best technique.

1. Print minimum no. of notes required. Notes given are 1, 2, 5, 10, 20, 50, 100, 200 & 500. e.g if value is 1256, then answer is 2 notes of 500 Rs., 1 note of 200 Rs., 1 note of 50 Rs., 1 note of 5 Rs., and 1 note of 1 Rupee.
2. Add two 2D array of same size and store the result in the 3rd one.
3. Multiply two 2D array and store the result in the 3rd 2D-array.
4. Obtain transpose of a 4x4 matrix. The transpose of a matrix is obtained by exchanging the elements of each row with the elements of the corresponding column.
5. Copy one array of 5 elements to another array of 10 elements skipping one element.
6. Reverse the array of maximum 5 elements.
7. Find out frequency of each number in the array (having 10 elements).
8. Shift all nos. by given n positions within an array of 10 elements either on left side or right side. Pad the remaining position with 0.
9. Insert a new number at the beginning of the array.
10. Insert a new number at a particular position within an array.
11. Insert a new number at a last position within an array.
12. Delete a value from the first position of the array.
13. Delete a value from a particular position within an array.
14. Delete a value from the last position.
15. Delete a value from the array.
16. Search a value within an array.

**/\* Various Array Operations.**

Assumption:No data loss

variable index & array a will be available throughout the program.

------------------------------------------------

1. Getvalues. (Fill the whole array with values.)

2. Traverse (Display).

3. Insert -> at beginning.

-> in between.

-> at end.

4. Delete by Position.

-> from beginning position.

-> from in between position.

-> from last position.

5. Delete by Value.

6. Search -> By Value.

-> By Position.

7. Reverse the Array.

8. Sorting the Array.

9. Frequency of the values.

-----------------------------------------------

A -> Array.

LB -> Lower Boundary. (0)

UB -> Upper Boundary. (size - 1)

-----------------------------------------------

index -> -1 // Index of the Array.

-----------------------------------------------

Getvalues(A,UB)

{

1 i = 0;index=-1;

2 Repeat Step No. 3 to 8 while ( i <= UB)

3 {

4 Accept Val

5 A[i] = val

6 i++

7 index++

8 }

}

-----------------------------------------------

traverse(A)

{

1 i = 0;

2 Repeat Step No. 3 to 7 Until ( i > index)

3 {

4 write A[i]

6 i++

7 }

}

------------------------------------------------

traverse2(A,LB,UB) // Display the content of array from a particular

// position to a Particular Position.

{

1 i = LB;

2 Repeat Step No. 3 to 7 Until ( i > UB)

3 {

4 write A[i]

6 i++

7 }

}

------------------------------------------------

Insertatbeginning(A,UB,val)

{

1 if ( index >= UB)

2 write "Can't Insert as Whole array is filled."

3 else

4 if ( index == -1) // Empty array.

5 {

6 index++

7 A[index] = val

8 }

9 else

10 {

11 // Array Partially filled and Partially empty.

12 // Shift all the elements to the right by 1 position.

13 i = index

14 Repeat step no. 15 to 18 Until ( i < 0)

15 {

16 A[i+1] = A[i]

17 i--

18 }

19 // Shifting completed... Now insert at the first position.

20 index++;

21 A[0] = val

}

------------------------------------------------

insertinbetween(A,UB,pos,val)

{

1 if (index == UB)

2 {

3 // Houseful

4 write "Can't Insert as Whole array is filled."

5 }

6 else

7 if (pos >= 0 and pos <= index )

8 {

9 // Allow value to be inserted.

10 i = index

11 Repeat step no. 12 to 15 Until ( i < pos)

12 {

13 A[i+1] = A[i]

14 i--

15 }

16 A[pos] = val

17 index++

18 }

19 else

20 write "Position is Out of range of values already there."

}

------------------------------------------------

insertatend(A,UB,val)

{

1 if (index == UB)

2 {

3 // Houseful

4 write "Can't Insert as Whole array is filled."

5 }

6 else

7 {

8 index++

9 A[index] = val

10 }

}

------------------------------------------------

// Delete by position --> from beginning.

deletefromstart(A)

{

1 if (index == -1)

2 write "Can't delete as Array is already empty."

3 else

4 {

5 tmp = A[0]

6 // shift all elements to left.

7 for(i=1;i<=index;i++)

8 A[i-1] = a[i]

9 write tmp," is deleted."

10 index-- // As we have deleted a[0] and shifted all elements to

11 // its left, we have to reduce index by 1.

12 }

}

-----------------------------------------------

// Delete by position --> from inbetween.

deletefrominbetweenpos(A,pos)

{

1 if (index == -1)

2 write "Can't delete as Array is already empty."

3 else

4 if (pos > index)

5 write "Can't find the position from where to delete a value."

6 else

7 if (pos < 0 )

8 write "Invalid Position."

9 else

10 {

11 tmp = A[pos]

12 i = pos+1

13 repeat step no. 14 to 15 while (i <= index)

14 a[i-1] = a[i]

15 i++

16 index--

17 write tmp, "is deleted"

18 }

}

-----------------------------------------------

// Delete by position --> from last

deletefromlast(A)

{

1 if (index == -1)

2 write "Can't delete as Array is already empty."

3 else

4 {

5 write A[index], "is deleted."

6 index--

7 }

}

// The people speak the word, the meaning is pole apart.

-------------------------------------------------

deletebyvalue(A,val) // for single value.

{

1 flag = 'n' // Assuming that the value is not found.

2 for (i = 0 ; i <= index ; i++)

3 {

4 if (A[i] == val)

5 {

6 // means value found.

7 flag = 'y'

8 for (j=i+1;j<= index ; j++)

9 {

10 A[j-1] = A[j]

11 }

12 index--

13 write val, " is deleted from position ", i

14 go to step no. 21

15 }

16 }

17 if (flag == 'n')

18 {

19 write val, "Not Found..."

20 }

21

}

// reverse the Array

reversearray(A)

{

1 i=0

2 j=index

3 Repeat step no.4 to 10 while(i<j)

4 {

5 tmp = a[i]

6 a[i] = a[j]

7 a[j] = tmp

8 i++

9 j--

10 }

}

\*/

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#define MAX 5 // maximum 10 for correct graphical presentation.

#define AND &&

int index = -1;

int a[MAX] = {0};

void traverse();

void displaybox();

void main()

{

int ch = 0;

int ub = MAX-1;

int val,pos;

void Getvalues(int);

void Insertatbeginning(int ,int );

void insertinbetween(int ,int ,int );

void insertatend(int ,int );

void deletebyvalue(int );

void deletefromstart(void);

void deletefrominbetweenpos(int);

void deletefromlast(void);

void searchval(int );

void searchpos(int ,int );

void reversearray(void);

void sortarray(void);

void freq(void);

while (1)

{

clrscr();

printf("Main Menu\n");

printf("1. Get Value (Fill the whole array)\n");

printf("2. Traverse (Display).\n");

printf("3. Insert -> at beginning.\n");

printf("4. Insert -> in between.\n");

printf("5. Insert -> at end.\n");

printf("6. Delete by Position.\n");

printf(" 7. Delete value from 1st position.\n");

printf(" 8. Delete value from a particular position.\n");

printf(" 9. Delete value from last position.\n");

printf("10.Delete by Value.\n");

printf("11.Search -> By Value.\n");

printf("12.Search -> By Position.\n");

printf("13.Reverse the Array.\n");

printf("14.Sorting the Array.\n");

printf("15.Frequency of the values.\n");

printf("16.Exit\n");

displaybox();

do

{

gotoxy(1,18);

printf("Enter your choice [1...16] ");

scanf("%d",&ch);

} while (ch > 16 || ch < 1);

switch(ch)

{

case 1: Getvalues(ub);

break;

case 2: traverse();

break;

case 3: printf("Enter the value to be inserted. ");

scanf("%d",&val);

Insertatbeginning(ub,val);

break;

case 4: printf("Enter the value to be inserted. ");

scanf("%d",&val);

printf("Enter the position: ");

scanf("%d",&pos);

insertinbetween(ub,pos,val);

break;

case 5: printf("Enter the value to be inserted. ");

scanf("%d",&val);

insertatend(ub,val);

break;

case 7: deletefromstart();

break;

case 8: printf("Enter the position: ");

scanf("%d",&pos);

deletefrominbetweenpos(pos);

break;

case 9: deletefromlast();

break;

case 10:printf("Enter the value to be deleted. ");

scanf("%d",&val);

deletebyvalue(val);

break;

case 11:printf("Enter the value to be searched. ");

scanf("%d",&val);

searchval(val);

break;

case 12:printf("Enter the position: ");

scanf("%d",&pos);

searchpos(pos,ub);

break;

case 13: reversearray();

break;

case 14:sortarray();

break;

case 15: freq();

break;

case 16: exit(0);

}

}

};

void Getvalues(int UB)

{

// int i = 0,val;

index = -1;

printf("Getvalues::Please enter %d values one by one.\n",MAX);

while (index < UB)

{

index++;

gotoxy(1,index+20);

printf("Enter a Number a[%d]: ",index);

scanf("%d",&a[index]);

// a[i] = val;

// i++;

displaybox();

}

gotoxy(1,index+21);

printf("Value of index = %d\n",index);

getch();

// traverse();

}

void traverse()

{

int i = 0;

if (index == -1 )

{

gotoxy(50,23);

printf("traverse::Empty Array.\n");

}

else

{

printf("traverse::The values of the Array are : ");

while (i <= index)

{

printf("%d ",a[i]);

i++;

}

printf("\nValue of index = %d\n",index);

}

getch();

}

void Insertatbeginning(int UB,int val)

{

int i;

if ( index >= UB)

printf("Insertatbeginning::Can't Insert as Whole array is filled.");

else

if ( index == -1) // Empty array.

{

index++;

a[index] = val;

printf("Insertatbeginning::%d is placed at a[0] ",val);

}

else

{

// Array Partially filled and Partially empty.

// Shift all the elements to the right by 1 position.

i = index;

while ( i >= 0)

{

a[i+1] = a[i];

i--;

}

// Shifting completed... Now insert at the first position.

a[0] = val;

index++;

printf("Insertatbeginning::%d is placed at a[0] ",val);

}

printf("\nInsertatbeginning::Value of index = %d\n",index);

// traverse();

displaybox();

getch();

}

void insertinbetween(int UB,int pos,int val)

{

int i;

if (index == UB)

{

// Houseful

printf("inserinbetween::Can't Insert as Whole array is filled.\n");

}

else

if (pos >= 0 AND pos <= index )

{

// Allow value to be inserted.

i = index;

while ( i >= pos)

{

a[i+1] = a[i];

i--;

};

a[pos] = val;

printf("insertinbetween::%d is placed at a[%d]\n",val,pos);

index++;

}

else

printf("insertinbetween::Position is Out of range of values already there.\n");

// traverse();

displaybox();

getch();

}

void insertatend(int UB,int val)

{

if (index == UB)

{

// Houseful

printf("insertatend::Can't Insert as Whole array is filled.\n");

}

else

{

index++;

a[index] = val;

printf("insertatend::%d is placed at a[%d]\n",val,index);

}

// traverse();

displaybox();

getch();

}

// Delete by position --> from beginning.

void deletefromstart()

{

if (index == -1)

printf("deletefromstart::Can't delete as Array is already empty.\n");

else

{

int i;

int tmp = a[0];

// shift all elements to left.

for(i=1;i<=index;i++)

a[i-1] = a[i];

printf("deletefromstart::%d is deleted.\n",tmp);

index--; // As we have deleted a[0] and shifted all elements to

// its left, we have to reduce index by 1.

}

// traverse();

displaybox();

getch();

}

void deletebyvalue(int val) // for all values.

{

char flag = 'n'; // Assuming that the value is not found.

int i,j;

traverse();

for (i = 0 ; i <= index ; i++)

{

if (a[i] == val)

{

// means value found.

flag = 'y';

for (j=i+1;j<= index ; j++)

a[j-1] = a[j];

gotoxy(1,22);

printf("%d is deleted from a[%d] position\n", val,i);

index--;

i--;

displaybox();

getch();

// break;

}

}

gotoxy(1,22);

if (flag == 'n')

printf ("%d Not Found...\n",val);

traverse();

}

void deletefrominbetweenpos(int pos)

{

if (index == -1)

printf("Can't delete as Array is already empty.\n");

else

if (pos > index)

printf("Can't find the position from where to delete a value.\n");

else

if (pos < 0 )

printf("Invalid Position.\n");

else

{

int tmp = a[pos];

int i = pos+1;

while (i <= index)

{

a[i-1] = a[i];

i++;

}

index--;

printf("%d is deleted.",tmp);

displaybox();

}

getch();

}

// Delete by position --> from last

void deletefromlast()

{

if (index == -1)

printf("Can't delete as Array is already empty.\n");

else

{

printf("%d is deleted.\n",a[index]);

index--;

}

// traverse();

displaybox();

getch();

}

// The people speak the word, the meaning is pole apart.

void searchval(int val)

{

int i;

char flag = 'n';

for(i=0;i<=index;i++)

{

if (a[i] == val) // value found.

{

flag = 'y';

printf("%d is found at a[%d].\n",val,i);

}

}

if (flag == 'n')

printf("%d is not found.\n",val);

getch();

}

void searchpos(int pos,int ub)

{

if (pos < 0 || pos > ub)

printf("Invalid Position.\n");

else

if (pos > index)

printf("Array is not filled till this position.\n");

else

printf("%d is found at a[%d].\n",a[pos],pos);

getch();

}

void reversearray()

{

int i=0,j=index,tmp;

while(i<j)

{

tmp = a[i];

a[i] = a[j];

a[j] = tmp;

i++;

j--;

displaybox();

getch();

gotoxy(1,20);

}

}

void sortarray()

{

int i,j,tmp;

printf("Before Sorting::");

traverse();

for(i=0;i<=index-1;i++)

{

for (j=i+1;j<=index;j++)

{

if (a[i] > a[j])

{

tmp = a[i];

a[i] = a[j];

a[j] = tmp;

displaybox();

getch();

}

}

}

gotoxy(1,21);

printf("After Sorting::");

traverse();

}

void freq()

{

int b[MAX]={0},bfreq[MAX]={0},bindex=-1,i,j;

char valfound;

for(i=0;i<=index;i++)

{

valfound = 'n'; // Assumed that value not found in array b.

// so now try to find it in array b.

for(j=0;j<=bindex;j++)

{

if (a[i] == b[j])

{

// means found in array b. so add 1 to its frequency.

bfreq[j] = bfreq[j] + 1;

valfound = 'y'; // reverse your assumption.

break;

}

}

if (valfound == 'n') // means value still not found. So add in b[].

{

bindex++;

b[bindex] = a[i];

bfreq[bindex] = 1;

}

}

// frequency of each value counted ... now print them one by one.

printf("Value\tFrequency\n");

for (j= 0; j<= bindex ; j++)

{

printf("%d\t%d\n",b[j],bfreq[j]);

}

getch();

}

void displaybox()

{

int r= 3 , c = 60,i;

// print value of index.

gotoxy(c+10,r-1);

printf("index");

gotoxy(c+10,r);

printf("%c",201);

printf("%c%c%c%c%c%c",205,205,205,205,205,205);

printf("%c",187);

gotoxy(c+10,r+1);

printf("%c",186);

printf("%6d%c",index,186);

gotoxy(c+10,r+2);

printf("%c",200);

printf("%c%c%c%c%c%c",205,205,205,205,205,205);

printf("%c",188);

// now display array.

gotoxy(c+3,r-1);

printf("A");

// print 1st line.

gotoxy(c,r);

printf("%c",201);

printf("%c%c%c%c%c%c",205,205,205,205,205,205);

printf("%c",187);

// print MAX-1 lines.

for(i = 0;i < MAX-1 ; i++)

{

r++;

gotoxy(c-2,r);

printf("%2d%c",i,186);

if ( i <= index)

printf("%6d%c",a[i],186);

else

printf(" %c",186);

r++;

gotoxy(c,r);

printf("%c",204);

printf("%c%c%c%c%c%c",205,205,205,205,205,205);

printf("%c",185);

};

// print last line.

r++;

gotoxy(c-2,r);

printf("%2d%c",i,186);

if ( i <= index)

printf("%6d%c",a[i],186);

else

printf(" %c",186);

r++;

gotoxy(c,r);

printf("%c",200);

printf("%c%c%c%c%c%c",205,205,205,205,205,205);

printf("%c",188);

// getch();

}

**// Implementation of Stack**

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#define MAX 5

#define AND &&

#define UB (MAX-1)

int top = -1;

int a[MAX]={0};

void push(int );

void pop(void);

void traverse(void);

void peep(int );

void change(int,int);

void main()

{

int ch = 0;

int val,pos;

while (1)

{

clrscr();

printf("Main Menu - Stack\n");

printf("1. Push Value on the Stack.\n");

printf("2. Pop value from the Stack.\n");

printf("3. Traverse the Stack.\n");

printf("4. Peep in the Stack.\n");

printf("5. Change value in the Stack.\n");

printf("6. Exit.\n");

do

{

printf("Enter your choice [1...6] ");

scanf("%d",&ch);

} while (ch > 6 || ch < 1);

switch(ch)

{

case 1: printf("Enter the value to be pushed :");

scanf("%d",&val);

push(val);

break;

case 2: pop();

break;

case 3: traverse();

break;

case 4: if (top+1<1)

{

printf("Stack is empty.\n");

getch();

}

else

{

printf("Enter the position: [1..%d] : ",top+1);

scanf("%d",&pos);

peep(pos);

}

break;

case 5: printf("Enter the position: [1..%d] : ",top+1);

scanf("%d",&pos);

printf("Enter the value to be changed. ");

scanf("%d",&val);

change(pos,val);

break;

case 6: exit(0);

}

}

};

void change(int i,int val)

{

int pos = top - i + 1;

if (pos < 0)

printf("Stack is underflow on change.\n");

else

if (pos > top)

printf("Stack is overflow on change.\n");

else

{

printf("Old value : %d\n",a[pos]);

a[pos] = val;

printf("New value : %d\n",a[pos]);

}

getch();

}

void push(int val)

{

if (top == UB)

{

// Stack Houseful

printf("Stack is Full. (overflow)\n");

}

else

{

top++;

a[top] = val;

printf("%d is placed at [%d]\n",val,top);

getch();

}

}

void pop()

{

if ( top == -1)

printf("Stack is empty. (Underflow)\n");

else

{

printf("%d is popped.\n",a[top]);

top--;

}

getch();

}

void peep(int p)

{

int pos;

pos = top-p+1;

if (pos < 0 || pos > top)

printf("Invalid Position\n");

else

printf("%d is found at position %d\n",a[pos],p);

getch();

}

void traverse()

{

int i;

if (top == -1)

printf("Stack is empty.\n");

else

{

for(i=top;i>=0;i--)

{

printf("%d ",a[i]);

}

}

getch();

}

**// Implementation of Queue using array.**

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#define MAX 10

int q[MAX] = {0};

int ub = MAX-1;

int f = -1, r = -1;

void traverseq(void);

void main()

{

void insertq(void);

void deleteq(void);

int ch;

do

{

clrscr();

// Display Main Menu.

printf("Q U E U E - M A I N M E N U\n");

printf("1.Insert value in Q.\n");

printf("2.Delete value from Q.\n");

printf("3.Traverse the Q.\n");

printf("4.Exit\n");

printf("Enter your choice...[1..4] ");

scanf("%d",&ch);

switch(ch)

{

case 1 : insertq();

break;

case 2 : deleteq();

break;

case 3 : traverseq();

break;

case 4 : exit(0);

default: printf("Invalid Choice. Please Re-enter.");

getch();

}

} while (1);

getch();

};

void insertq(void)

{

int val;

if (r == ub)

printf("Queue is Full.\n");

else

{

printf("Enter the value : ");

scanf("%d",&val);

r++;

q[r] = val;

if ( f == -1)

f=0; // as good as f++. Ultimately f will contain 0.

}

traverseq();

}

void deleteq(void)

{

// Check whether Q is already empty.

if (f == -1)

printf("Queue is Empty.\n");

else

{

// there will be at least one element in the Q.

printf("%d is deleted.\n",q[f]);

f++;

// Now check whether q has become empty or not.

if ( f > r)

f = r = -1;

}

traverseq();

}

void traverseq(void)

{

int i;

if ( f == -1)

printf("Queue is Empty...\n");

else

{

for (i=f;i<=r;i++)

printf("q[%d] = %d\t",i,q[i]);

printf("\n");

printf("Front = %d\nRear = %d\n",f,r);

}

getch();

}

**// Implementation of Circular Queue using array.**

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#define MAX 3

int q[MAX] = {0};

int ub = MAX-1;

int f = -1, r = -1;

void traverseq(void);

void main()

{

void insertq(void);

void deleteq(void);

int ch;

do

{

clrscr();

// Display Main Menu.

printf("C I R C U L A R Q U E U E - M A I N M E N U\n");

printf("1.Insert value in Q.\n");

printf("2.Delete value from Q.\n");

printf("3.Traverse the Q.\n");

printf("4.Exit\n");

printf("Enter your choice...[1..4] ");

scanf("%d",&ch);

switch(ch)

{

case 1 : insertq();

break;

case 2 : deleteq();

break;

case 3 : traverseq();

break;

case 4 : exit(0);

default: printf("Invalid Choice. Please Re-enter.");

getch();

}

} while (1);

getch();

};

void insertq(void)

{

int val;

if (r == ub && f == 0 || r+1 == f)

{

printf("Queue is Full.\n");

getch();

}

else

{

printf("Enter the value : ");

scanf("%d",&val);

r++;

if (r > ub)

r = 0;

q[r] = val;

if ( f == -1)

f=0; // as good as f++. Ultimately f will contain 0.

}

}

void deleteq(void)

{

// Check whether Q is already empty.

if (f == -1)

printf("Queue is Empty.\n");

else

{

// there will be at least one element in the Q.

printf("%d is deleted.\n",q[f]);

f++;

// Now check whether q has become empty or not.

if (( f > ub) && (r < f))

f = 0;

else

if ( f-1 == r)

f = r = -1;

}

getch();

}

void traverseq(void)

{

int i;

if ( f == -1)

printf("Queue is Empty...\n");

else

{

if (f <= r)

{

for (i=f;i<=r;i++)

printf("q[%d] = %d\t",i,q[i]);

}

else

{

for (i=f;i<=ub;i++)

printf("q[%d] = %d\t",i,q[i]);

for (i=0;i<=r;i++)

printf("q[%d] = %d\t",i,q[i]);

}

printf("\n");

printf("Front = %d\tRear = %d\n",f,r);

}

getch();

}

**WRITE C PROGRAMS FOR THE FOLLOWING. (STRINGS (use built-in functions))**

1. Find out length of a string.
2. Convert a string to a lower case.
3. Convert a string to an upper case.
4. Convert a string to a toggle case. E.g. AbC 🡪 aBc
5. Copy one string to another one.
6. Compare two strings lexicographically and print which one is greater or lower or print both strings are same.
7. Reverse the string.
8. Check whether a string is a Palindrome String or not.
9. Concatenate one string at the end of another one.
10. Print characters of a string vertically.
11. Print reversed string vertically character by character.
12. Print frequency of each vowel in a given string.

**WRITE C PROGRAMS FOR THE FOLLOWING. (USING Pointers, Arrays, Strings and Arrays of pointers)**

1. Perform addition, subtraction and multiplication operations on two matrices.
2. Sort all the elements of a 4x4 matrix and store the result in a single-dimension array.
3. Print the largest and smallest numbers from a 3x3 matrix using pointer.
4. Accept and print later on three books names using array of pointers.
5. Write a program that takes a set of names of individuals and abbreviates the first, middle and other names except the last name by their first letter.

**Unit 3**

**WRITE C PROGRAMS FOR THE FOLLOWING. (FUNCTIONS AND RECURSIVE FUNCTIONS)**

1. Write a function power (a, b), to calculate the value of a raised to b.
2. Any year is entered through the keyboard. Write a function to determine whether the year is a leap year or not.
3. Write a recursive function to calculate factorial of a number.
4. Write a function to swap two integers using call by value. Show that the original values are not changed.
5. Write a program that uses a function to update both the maximum and minimum values in an array using call by reference.
6. Write a program to implement a calculator using separate functions for add, subtract, multiply, and divide.
7. All the above mentioned programs
8. All the programs of Loop using recursion.

Programs related to Structures and Union

**Struct1c.cpp**

#include <conio.h>

#include <stdlib.h>

#include <stdio.h>

**// Declaring a Structure globally so that it is available through the program.**

struct book

{

char title[20]; // Attribute of the structure book.

char author[20]; // Attribute of the structure book.

int edition; // Attribute of the structure book.

char isbn[14]; // Attribute of the structure book.

char publisher[20]; // Attribute of the structure book.

float price; // Attribute of the structure book.

};

int main()

{

clrscr();

printf("Structure Called book is already created.\n");

**// Creating objects/entities from the structure. b1 & b2 are known as objects/entities.**

book b1, b2;

printf("Objects b1 & b2 of structure book are created.\n");

**// Creating objects and initialization simultaneously from the structure.**

book b3 = { "Let Us C","YK",4,"81-7656-940-2","BPB",180 };

**// Display the contents of the b3 object.**

printf("The content of object b3 is ... \n");

printf("Title : %s\n",b3.title);

printf("Author : %s\n",b3.author);

printf("Edition : %d\n",b3.edition);

printf("ISBN : %s\n",b3.isbn);

printf("Publisher : %s\n",b3.publisher);

printf("Price : %.2fs\n",b3.price);

**// copying the content of one object of structure into another object.**

b1 = b3;

**// Shall we repeat all the above statement for b1 object?**

**// No, we should find another way to do the job easily.**

**// .......................Thinking...............**

**//...........................ok..................**

**// Now pass the whole object into a function as an argument.**

**// Declaring a function having structure as an argument.**

void display(struct book);

**// call display function.**

printf("The content of object b1 is ... \n");

display(b1);

**// Accept the information from the user and store it into b2 object.**

printf("Enter information for b2 object.\n");

printf("Enter a Book Name : ");

gets(b2.title);

printf("Enter Author Name : ");

gets(b2.author);

printf("Enter Edition No. : ");

scanf("%d",&b2.edition);

printf("Enter ISBN : ");

flushall();

gets(b2.isbn);

printf("Enter Name of Publisher : ");

gets(b2.publisher);

printf("Enter Price of the Book : ");

flushall();

scanf("%f",&b2.price);

printf("The content of object b2 is ... \n");

display(b2);

**// Passing individual element of the structure.**

void display\_price(float,char \*);

display\_price(b1.price,"Book 1");

display\_price(b2.price,"Book 2");

display\_price(b3.price,"Book 3");

getch();

};

**// This function displays all the elements of the structure book.**

void display(struct book b)

{

**// Display the contents of the b object.**

printf("Title : %s\n",b.title );

printf("Author : %s\n",b.author );

printf("Edition : %d\n",b.edition );

printf("ISBN : %s\n",b.isbn );

printf("Publisher : %s\n",b.publisher );

printf("Price : %.2f\n",b.price );

}

**// This function displays price of the book.**

void display\_price(float cost,char \* message)

{

printf("%s\'s cost is %.2f\n",message, cost );

}

**Struct2c.cpp**

#include <conio.h>

#include <stdlib.h>

#include <stdio.h>

**// Declaring a Structure globally so that it is available throught the program.**

struct book

{

char title[20]; // Attribute of the structure book.

char author[20]; // Attribute of the structure book.

int edition; // Attribute of the structure book.

char isbn[14]; // Attribute of the structure book.

char publisher[20]; // Attribute of the structure book.

float price; // Attribute of the structure book.

};

int main()

{

// clrscr();

book b1; // creating a single object.

book b[100]; // Creating arrays of structure.

printf("Size of object b1 is %d\n",sizeof(b1));

printf("Size of array b is %d\n",sizeof(b));

**// Memory Addresses of different attributes of the book object.**

printf("Memory Address and size of different attributes of b1 object:\n");

printf("Title : %u (%d)\n",&b1.title, sizeof(b1.title));

printf("Author : %u (%d)\n", &b1.author, sizeof(b1.author));

printf("Edition : %u (%d)\n", &b1.edition, sizeof(b1.edition));

printf("ISBN : %u (%d)\n", &b1.isbn, sizeof(b1.isbn));

printf("Publisher : %u (%d)\n", &b1.publisher, sizeof(b1.publisher));

printf("Price : %u (%d)\n", &b1.price, sizeof(b1.price));

int i=0;

**for (;i<=2;i++)**

{

// Accept the information from the user and store it into array.

printf("Enter information for b[%d] object.\n",i);

printf("Enter a Book Name : ");

gets(b[i].title);

printf("Enter Author Name : ");

gets(b[i].author);

printf("Enter Edition No. : ");

scanf("%d",&b[i].edition);

printf("Enter ISBN : ");

flushall();

gets(b[i].isbn);

printf("Enter Name of Publisher : ");

gets(b[i].publisher);

printf("Enter Price of the Book : ");

flushall();

scanf("%f",&b[i].price);

flushall();

}

**// Display the contents of all objects using pointer.**

void display (struct book \*); // function prototype

for(i=0;i<=2;i++)

{

display(&b[i]);

}

getch();

};

**// This function displays all the elements of the structure book using pointer.**

void display(struct book \* pb)

{

// Display the contents of the b object.

printf("Title : %s\n", pb->title);

printf("Author : %s\n", pb->author);

printf("Edition : %d\n", pb->edition);

printf("ISBN : %s\n", pb->isbn);

printf("Publisher : %s\n", pb->publisher);

printf("Price : %.2f\n", pb->price);

}

**Struct3c.cpp**

**// this program makes u understand the concept of nested structure.**

#include <conio.h>

#include <stdlib.h>

#include <stdio.h>

struct address

{

char add1[50];

char add2[50];

char city[50];

long int pin;

};

struct studentinfo

{

int rlno;

char name[50];

address p;

address t;

};

int main()

{

//clrscr();

studentinfo s1;

**// Get the details of the student from the user.**

printf("Enter Roll No: ");

scanf("%d",&s1.rlno);

flushall();

printf("Enter Name : ");

gets(s1.name);

printf("Enter Permenant Address: \n");

printf("Line 1 :");

gets(s1.p.add1);

printf("Line 2 :");

gets(s1.p.add2);

printf("City :");

gets(s1.p.city);

printf("Pin :");

scanf("%ld",&s1.p.pin);

flushall();

printf("Enter Temporary Address: \n");

printf("Line 1 :");

gets(s1.t.add1);

printf("Line 2 :");

gets(s1.t.add2);

printf("City :");

gets(s1.t.city);

printf("Pin :");

flushall();

scanf("%ld",&s1.t.pin);

printf("\nThe content that you entered just right now is ... \n");

printf("Roll No.: ");

printf("%d\n",s1.rlno);

printf("Name : ");

printf("%s\n",s1.name);

printf("Permenant Address is ... \n");

printf("%s\n",s1.p.add1);

printf("%s\n",s1.p.add2);

printf("%s - %ld\n",s1.p.city, s1.p.pin) ;

printf("Temporary Address is ... \n");

printf("%s\n",s1.t.add1);

printf("%s\n",s1.t.add2);

printf("%s - %ld\n",s1.t.city, s1.t.pin) ;

getch();

}

Programs related to Structures and Union

1. Create a structure to specify data on students given below.  Roll number, Name, Course Name, Major and Minor Subjects.

Assume that there are 10 students.

a) The function should print name of all students.

b) Print the data of a student whose roll number is given.

1. Create a structure to specify data of customers in a bank. The data to be stored is: Account Number, Name, Balance in account. Assume maximum 10 customers in the bank.
   1. The function should print the account number and name of each customer with balance below Rs. 100.
   2. If a customer request for withdrawal or deposit, it is given in the form: Account Number, Amount, Code ( 1 for deposit, 0 for withdrawal)

The function should give a message, " The balance is insufficient for the specified withdrawal ".

1. Create a structure called student\_data containing following information only.

Roll No., name, marks of physics, maths and Chemistry, and total.

Create one instance from this structure.

Accept roll no., name, and marks of three subjects from the user and calculate total. Display all the information.

1. A record contains name of cricketer, his age, number of test matches that he has played and the average runs that he has scored in each test match.

Create an array of structure to hold records of 10 such cricketer and store some data in it. Write a program to arrange them in ascending order by average runs.

Unit 4

Programs related to File Handling

1. Read a file and count no.of lines, words, characters, spaces, in it.
2. Instead of characters, accept one line at a time from the user and write it into the file.(Hint: use gets() and fputs())
3. Read a content of the file line by line. (Hint: fgets())
4. Accept a record consisting of Roll No. and name from the user and store it in the file. The program should terminate when user is not willing to enter more records. The data stored in a file must be directly opened in MS-Excel.